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Abstract. In this short paper, we introduce a simple approach for runtime mon-
itoring of deep neural networks and show how to use it for out-of-distribution
detection. The approach is based on inferring Gaussian models of some of the
neurons and layers. Despite its simplicity, it performs better than recently intro-
duced approaches based on interval abstractions which are traditionally used in
verification.

1 Introduction

Learning deep neural networks (DNN) [2] has shown remarkable success in practically
solving a large number of hard and previously intractable problems. However, direct
applications in safety-critical domains, such as automated driving, are hindered by the
lack of practical methods to guarantee their safety, e.g. [|3/4]. This poses a serious prob-
lem for industrial adoption of DNN-based systems. Companies struggle to comply with
safety regulations such as SOTIF [42], both due to lack of techniques to demonstrate
safety in the presence of DNN as well as due to the actual lack of safety, e.g. accidents
in automated cars due to errors in DNN-based perception system used [6].

One of the key requirements is the ability to detect novel inputs [43]], for which the
DNN has not been trained and thus the only responsible answer is “don’t know”. Such
inputs are also called out-of-distribution (OOD) examples [20]. Whenever such inputs
occur, an alarm should be raised announcing the unreliability of the current output of
the DNN, so that rectifying actions can be taken. Various runtime monitors for this task
have already been proposed recently. Cheng et al. [[1]] monitor which subsets of neurons
in a given layer are activated for known inputs; whenever a very different subset is
activated, an alarm is raised. Henzinger et al. [[39]] monitor activation values of neurons
and envelop the tuples into hyper-boxes (multidimensional intervals) along the program
analysis tradition; whenever a very different tuple is observed (outside of the boxes), an
alarm is raised.

In this short paper, we propose a very light-weight and scalable approach. Simi-
larly to [39]], we monitor the activation values. However, instead of discrete and exact
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enveloping, we learn a more continuous and fuzzy representation of the recorded expe-
rienece, namely a Gaussian model of each monitored neuron. Whenever many neurons
have sufficiently improbable activation values on the current input, we raise an alarm.
Surprisingly, our simple monitor is equally or even more accurate than the similar state-
of-the-art [39] even though we take no correlation of the activation values of different
neurons into account and instead we monitor each of the neurons separately, in contrast
to the multi-dimensional boxes of [39].

Our contribution can be summarized as follows:

— We present a new and simple method for OOD detection based on Gaussian models
of neuron activation values.

— We show that our method performs better than state-of-the-art techniques for out-
of-distribution (OOD) detection.

Related Work In our work, we focus on the detection of OOD-inputs, arguably [20]]
one of the major problems in Al safety.

State of the art A recent work by Henzinger et al. [39] is very similar to our approach.
The authors consider the neuron activations of one layer for all samples of the train-
ing data. For each class in the dataset, they collect the activation vectors of the class
samples, and cluster them using k-Means [40]]. They increase the number of clusters
successively, until the relative improvement drops below a given threshold 7. For each
cluster, they construct a box abstraction that contains all samples of that cluster. In the
end, each class in the data corresponds to a set of boxes. Finally, during testing, they
check whether the activation vector of a new sample is contained in one of the boxes
of its predicted class; if not, they raise an alarm. This approach can be extended to
more layers, by taking the element-wise boolean AND of the layer “decisions”. That
is, an input is accepted if only if it is contained in the abstractions of all monitored
layers. While the idea of looking at the activations of neurons in a layer is similar to
our approach, the difference is in the detection of OOD samples. In contrast to using
box-abstractions, we use Gaussian models. This reflects better the actual distribution of
values of the neurons, as can be seen in Section 4.2

OOD-Detection Previous works have suggested, for example, using the maximum class
probability or the entropy of the predicted class distribution as an OOD indicator [21]],
or training a classifier to distinguish clean and perturbed data, using ensembles of clas-
sifiers trained on random shuffles of the training data [22]. Besides, two popular ap-
proaches closely resemble the methods of runtime monitoring, namely ODIN [23] and
the Mahalanobis-based detector [24]]. ODIN first applies temperature scaling on the
softmax outputs of a DNN to reduce the standard DNN overconfidence, and then ap-
plies a small adversarial-like perturbation of the input. If after that the maximum class
score is below some threshold, the sample is considered to be OOD.

In contrast, the detector of [24] measures the probability density of a test sample
by using a distance-based classifier. Another line of work involves generative models
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for OOD detection, attempting to model the distribution of the data, such as in [25]. By
definition, OOD detection runs at test time, and thus many proposed approaches can
be viewed under this setting. Other related approaches include using Bayesian learning
methods [[15]], which can output prediction uncertainties, DNN testing [3]], which are
methods attempting to find problematic inputs, or building DNN architectures that are
robust by construction, for example using interval bound propagation, abstract interpre-
tation, or other methods [[12/13114]].

2 Preliminaries

2.1 Deep Neural Networks

DNNSs come in various architectures suitable for different tasks, however, at the core,
they are composed of multiple /ayers of computation units called neurons. The task
of a neuron is to read an input, calculate a weighted sum, apply a function called the
activation function on it and output the result, called the activation value. We number
the layers 1,2, ..., L where layer 1 is called the input layer, layers 2,...(L — 1) are
called the hidden layers and layer L is called the output layer.

More formally, given an input Z to the DNN, we have:

ht =%

R =g 1=2,.. L

where ¢! (%) defines the element-wise computation of the neurons i = 1, ..., N; in layer
[. The details of the computation are not necessary to understand the following work.

DNN can perform various tasks, the most usual being classification and regression.
Whereas the first type labels its input with a category from a finite subset of classes, the
second type outputs non discrete but real values. We consider only classification DNNs
in this work. Neuron activations are vectors of activation values produced by neurons
in some layer of a DNN. It is generally believed that layers closer to the output encode
more complex features. This result has been supported by our results, which can be seen
in Table We refer to hl i = 1, ..., N, as the activation of neuron 4 in layer /.

3 Ouwur solution approach

In this section, we discuss our approach for synthesizing an OOD detector based on
Gaussian models. In statistics, Gaussian models are used to model the behavior of data
samples. We adapt this idea to model the behavior of a neuron by a Gaussian model.

Consider a DNN as a classifier that distinguishes between {ci, ..., cn, } = C classes.
One layer [ of this DNN contains /N; neurons. For each class ¢, € C'in the training data
set, we feed samples x?”, j = 1,...,m, into the network, and record the activations
n;°(z;) of each neuron fori =1, ..., N;.

We collect those vectors ﬁf" , and calculate the mean and standard deviation, uf" , aic °
of these values for each monitored neuron. We assume that the distribution of these val-
ues is approximately Gaussian. Thus, we expect the majority of samples to fall within
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the range [p;° — ko, u;° + koi°], where k is typically a value close to 2, containing
95% of the samples. During testing, we feed a new sample x to the DNN. We then do
the following: we record the class ¢ that our DNN predicts on «, and also retrieve the
neuron activation values n¢(z). We check if the activations of each neuron 4 falls within
its range for the predicted class.

More formally, we check if
Vi=1,..,N; : ni(x) € [uf — kof, p§ + kof] (1)

For a better understanding, we have the intuition depicted in Figure|l} The data in the
plot is random but shall give an idea of how the approach works. There are two neurons
that output different values, which are depicted as black dots. On the one hand, they are
shown in a 2D-plane, which is used for the abstraction of Henzinger et al.; on the other
hand, they are shown projected onto one dimension next to the axes, for our approach.
The approach of Henzinger et al. fits interval boxes to the values that the neurons can
take. The interval boxes are drawn in blue. Our approach calculates intervals based on
fitted Gaussians. The mean of the Gaussian is depicted as a red cross next to the neuron
activations. The red line marks the interval that we consider as good for the neuron.
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Fig. 1: This is an intuition of the Gaussian models on neuron activations. Black dots
mark the values of the neurons. Once, in a 2D-plane together with the blue boxes that
represent the abstraction of Henzinger et al., and once projected to one dimension only.
The red lines mark the interval [u — kof, u + ko] for the two neurons respectively.
Those intervals are the basis for our approach of OOD-detection.

Each neuron “votes” independently if the new sample is valid or not. Samples within
the distribution are expected to obtain a large number of votes, while OOD samples
should obtain less. Thus, we collect the votes of all neurons, and then we compare them
to a threshold; if they are below it, we consider x as an OOD sample, otherwise we
consider it as correct. In that way, we can detect OOD inputs at runtime.
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Note that this approach can also be extended to use multiple layers. For this, we
compute the votes for each of the monitored layers. If they are below the threshold in at
least one of the layers, we flag the sample as OOD.

An issue here is finding appropriate voting thresholds. For that, we use a suitable
validation set. Normally, we should not make assumptions for the OOD data, and as-
sume that we do not have access to them. In this case, we can use a suitable surrogate
validation set, containing another unrelated dataset, e.g. adversarial examples or noisy
images. In case we monitor more than one layer, the voting thresholds are computed
individually for each layer.

4 Experiments

In this section, we analyze the experimental results of our approach. We will apply our
approach for OOD detection to some example datasets and DNNs. We use the setting
of Henzinger et al. [39], and we compare our result with theirs.

4.1 Datasets and Training

There are 4 datasets on which we evaluate our approach: MNIST, F-MNIST, CIFAR-10
and GTSRB (German Traffic Sign Recognition Benchmark) [41]].

— MNIST is a dataset that contains images of digits. They shall be classified into ten
classes, i.e. 0,...,9.

F-MNIST consists of images of clothes, which shall also be classified into ten cat-
egories.

CIFAR-10 is made of images of ten distinct classes from different settings.
GTSRB contains images of German traffic signs that can be categorized into 43
classes.

All of the four datasets are used for classification. We train two different architec-
tures of DNNs, NN1 and NN2, with the architectures of [39]]. Those are:

— NN1: Conv(40), Max Pool, Conv(20), Max Pool, FC(320), FC(160), FC(80), FC(40),
FC(k)
— NN2: BN(Conv(40)), Max Pool, BN(Conv(20)), Max Pool, FC(240), FC(84), FC(k)

Here, F'C is a fully connected layer, Conv is a convolutional layer, M axPool is 2 x 2
max pooling, and BN is batch normalization. The activation function is always the
RELU. NN1 was trained 10 epochs for MNIST, and 30 for F-MNIST, while NN2 was
trained 200 epochs for CIFAR-10 and 10 for GTSRB. A learning rate of 10~2 and batch
size 100 were used during training. NN1 is used for MNIST and F-MNIST, while NN2
is used for CIFAR-10 and GTSRB.

The evaluation is performed on two measures: the detection rate (DTERR) and the
false alarm rate (FAR). The detection rate counts how many samples were correctly
marked as OOD out of all OOD inputs. The false alarm rate (also known as Type-1-
error) counts how many samples were marked as OOD but are not OOD, out of all
marked inputs.
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4.2 Gaussian Assumption

In this work, we used Gaussian distributions in order to approximate the output of each
neuron. To verify that this is a valid assumption, we show in the following the distribu-
tion of values of the neurons.

We pick each dataset and select one random neuron from one of the monitored
layers. Then, we plot the histogram of that neuron’s output. We also show the Gaussian
distribution we would expect to have, according to the measured p and o.

00
000 025 050 075 100 125 150 175 200

(a) MNIST layer 0 (b) MNIST layer 1

(d) F-MNIST layer 0 (e) F-MNIST layer 1

(g) CIFAR layer 0 (h) CIFAR layer 1 (i) CIFAR layer 2

75 50 -25 00 25 50 75 100 - 20 3

(j) GTSRB layer 0 (k) GTSRB layer 1 (1) GTSRB layer 2

Fig. 2: Histogram of neuron outputs, along with the Gaussian distribution with the sam-
ple mean and variance.

We see that there are some small differences. For some neurons, the Gaussian as-
sumption is very accurate, e.g. f,h,k, and 1. For some other cases the histograms indi-
cate a slightly different behavior, e.g. a,d,e,g,i. However, in general they show that the
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neuron’s outputs follow more a Gaussian behavior than a uniformly distributed one. It
seems especially that the problem is rather that the parameters 1 and o do not exactly fit
the true underlying Gaussian. One could think of calculating the parameters differently,
or even using other models in future. Overall, the assumption that the neuron’s outputs
are Gaussian-like seems to be true.

4.3 Evaluation Steps

Following the setting of Henzinger et al., we perform the following steps for each
dataset: we train the DNN for the first £ classes of the dataset, and consider the rest
as OOD. This results, for example, in a DNN that was only trained on the digits from 0
to 5. Digits from 6 to 9 are considered as OOD. Having now constructed the networks
and datasets in this way, we can apply our approach, and compare the results with the
ones of Henzinger et al.. We monitor all linear hidden layers of the DNNs for both ap-
proaches. We use the interval [ — 20, u + 20] for each neuron and class label, while
for Henzinger’s approach, we use the parameters mentioned in their paper. Note that
the monitor of Henzinger et al. outputs boolean values (e.g. x is inside or outside of the
boxes), while ours outputs numerical scores (e.g. number of ”votes” for an input x). In
order to be able to compare the two approaches, we have to select a threshold for our ap-
proach, in order to convert its output to a boolean value (e.g. votes(z) < 7 = OOD).

For this, we set the threshold at a quantile of the in-distribution data, so that the FAR
is similar to the one of [39]. For example, for a quantile ¢ = 50%, we set the voting
threshold in a way that 50% of the known in-distribution data pass through. Having set
the FARs on a similar level, we can then compare the detected errors of the approaches.

In the case where we monitor more than one layer, we use the same quantile g in
every one of them, and then combine votes as described before, i.e. x is accepted if the
votes of each layer are above the corresponding threshold. Having a different quantile
threshold for every layer improves performance, but might also be prone to overfitting.
Note also that the threshold g is not the same across experiments: in each run, we modify
it in order to match the FAR of [39] on that particular experiment. The results are shown
in Figure 3]

Each of the datasets has its own plot, where we have in red the values that the
approach of [39] achieves, and in blue the values of our approach. For both of them, we
measure the detection rate (DTERR) shown as a solid line in the left plot, and the false
alarm rate (FAR) shown as a dashed line in the right plot. We see that the performance
of our approach is mostly comparable or better than [39]. Especially, on CIFAR, our
approach clearly outperforms the approach of Henzinger et al. in terms of the detection
rate.

Overall, our approach seems promising and shows already good results. However,
we also have to indicate some problems with both approaches, namely the occasional
low detection rate or high false alarm rates. This is problematic for industrial applica-
tions, and shows us the difficulties involved, and the need for stronger approaches.
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Fig. 3: Comparison between the approaches of Henzinger et al. and ours, for the cases
of MNIST, F-MNIST, CIFAR , and GTSRB datasets. Here, DTERR and F AR are
shown in separate diagrams. The number of classes on which the network was trained

is depicted on the x axis.
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4.4 Parameter Study

In this section, we perform a study on the parameters of our approach. For simplicity,
we focused on the MNIST dataset. The DNN in this case was thus NN1 with a total of
eight layers. We want to particularly investigate the effects of the number of layers.

Layers ‘DTERR (%) FAR (%)

Layers‘DTERR (%) FAR (%)

(5,6) 70.3 8.3

5 44.6 8.7
6,7) 77.0 6.5

6 69.2 53
(7.8) 76.4 6.8

7 73.0 54
(6,7.8) 79.5 75

8 735

(5.6,7.8)] 800 9.8

Table 1: Results on different layers, and different combination of layers. The evaluation
is performed on the detection rate and the false alarm rate. Layers closer to the output
layer show a higher detection rate than layers earlier in the DNN. The combination of
several layers only results in a small improvement compared to the usage of only one
layer.

At first, we look at different layers in the DNN. The fifth layer seems to contain less
important information in comparison to layer six, seven, and eight. When we only mon-
itor layer five, the DTERR is almost 20% lower as for the other layers, while the FAR
does not change significantly. We can thus verify the intuition that the features of the
later layers in a DNN are more meaningful. If we combine the voting of several lay-
ers, we can see that the detection rate is slightly increased. Especially, the bad DTERR
of 44% by only using layer five can be drastically improved by adding the knowledge
of layer six, namely to 70%; while the FAR even decreases slightly. The combination
of other layers can still increase the DTERR up to 80.0%, however, it comes with a
slightly higher false alarm rate. Thus, for a more light-weight approach, it could be
recommended to stick with fewer layers. Additionally, there may also be another differ-
ent voting system for several layers, e.g. incorporate a weighted voting system for the
layers and granting later layers more influence on the result.

5 OQOutlook

A natural next step would be to use additional information given by the correlation
between the neurons. So far, we only considered the Gaussians of each neuron indepen-
dently.

Instead, we can consider a subset of neurons n; € S and fit a joint Gaussian distri-
bution N (ug, Xs) on them. This subset can be an entire layer, where we fit a Gaussian
distribution on the entire vector of layer activations, but it can also be a smaller subset
of neurons. This offers the advantage of reduced computations, and an easier estimation
of the covariance matrix (which is hard in high dimensions). The approach is flexible,
and allows us to consider arbitrary subsets of neurons with varying sizes. Predictions



10 Vahid Hashemi, Jan Kfetinsky, Stefanie Mohr, and Emmanouil Seferis

can then be combined again by voting. For multidimensional Gaussian distributions, a
simple threshold with p and o is no longer possible. Instead, one can use the Mahanalo-
bis distance, M?(x) = (z — u)T X~ (x — p), which is a notion of distance from the
distribution center. A suitable threshold for M (z) is then to be calculated.

Besides, for a subset of neurons, a more precise model that can be used is a mixture
of Gaussians. This might be more accurate since the Gaussian distributions as above
are only imprecise approximations of the true distribution, while in contrast, Gaussian
mixture models can approximate any probability distribution to any precision.

6 Conclusion

In this work, we considered the problem of runtime monitoring of DNNs, which forms
an important step towards applying deep learning to safety-critical systems. Specifi-
cally, we focused on the sub-problem of OOD detection, and developed a lightweight
detection method based on Gaussian models of neuron activation values. This can be
extended in various ways as described before, and gives more accurate results than the
recent work of Henzinger et al. [39]. Interestingly, the results suggest that reflecting
correlation of the activation values (as in [39]) is less important than handling outliers
through voting on learnt models (as here). Actually, the rigid and complete coverage by
the boxes does not seem as adequate as the learnt approximations.

While we showed already a good efficiency on OOD inputs, the industrial require-
ments suggest that further improvements are necessary to reach real-world applicability.
Our preliminary results invite further investigation along these directions. In particular,
runtime monitoring by more complex probabilistic models, such as Gaussian mixtures,
or using DNN-based probability estimation methods such as Normalizing Flows seem
very promising.
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